
Real-Time Rendering of Fast Moving Water

Joshua Glassman∗

University of Maryland, Baltimore County

Abstract

In this paper we present a method for modeling and rendering fast
moving bodies of water such as rivers in real-time. Rather than
use a static polygonal surface, the water surface is represented as
a height map on the GPU and is rendered using the recent GPU-
based height map rendering algorithms. A simple ray tracer allows
fast computation of reflections and refractions. It runs at high frame
rates due to effective use of modern graphics hardware, and is in-
tended for use in real-time applications such as video games.
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1 Introduction

Water in real-time computer graphics has been lacking in realism
for a long time. Until recently, there were very few games including
water surfaces that were anything more than a static surface, with
a lot of dynamic texturing. This caused shorelines to appear very
unrealistic since the water-to-land transition were static. In addition
the water surface had a bizarre appearance when viewed at sharp
angles due to the flat representation. Recently, a few games have
begun to use deformed surfaces to represent water. A recent paper
by Jason L. Mitchell [2004] presents a solution for large bodies of
water such as oceans and lakes, but does not solve the problem for
fast moving bodies of water such as rivers. We present an extension
to Mitchell’s solution to account for the vast differences between
the appearances of fast moving and large bodies of water.

Our primary contribution is the synthesis and rendering steps used
to model fast moving bodies of water in real-time. Our approach
allows effects such as reflection and refraction as well as depth ef-
fects and directional motion of water, whether through a straight
pathway or around a curve.

We will begin by reviewing previous work in the field in section 2,
mainly work done in rendering techniques for large bodies of water.
After reviewing the various types of techniques and how they relate
to ours, we will describe our algorithms in section 3. In section 4,
we will present our results and the performance of our system, as
well as discuss some possible extensions. We will then conclude
with a brief summary and a discussion of possible future directions
for this research.
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2 Related Work

Previous work in water synthesis and rendering for computer graph-
ics can be divided into two methods: simulation and approximation
approaches. Additionally, parts of our algorithm rely on noise for
variety.

2.1 Simulation

In Fournier and Reeves [1986], a simple model was introduced for
the modeling and rendering of ocean waves. The technique in-
volved a parametric representation of ocean surfaces, to the extent
of modeling interactions with the ocean floor to create curling and
breaking, spray, and foam effects.

In Tessendorf [2004] an introduction to the fundamental principles
of ocean wave simulation is presented. These techniques are widely
used today for off-line rendering, but are not nearly fast enough for
real-time applications nor do they consider rendering of fast moving
waterways.

General fluid simulation is also a prevalent field of research. Stam
introduced a stable model capable of producing complex fluid-like
flows in real-time [Stam 1999]. This method made use of classic
Navier-Stokes fluid transport formulas with a unique method of rep-
resentation and solving, optimized for speed over realism. Enright
et al. presented a photorealistic approach capable of modeling com-
plex effects such as water being poured into a glass by using sets
of positive and negative particles to model the outside and inside of
water surfaces [Enright et al. 2002]. Carlson et al. focused on an a
system for animating the interplay between existing rigid body and
fluid simulations [Carlson et al. 2004]. The system used two-way
coupling methods to generate realistic movements for both the fluid
and the rigid bodies.

2.2 Approximation

In Hinsinger et al. [2002] was introduced a real-time algorithm for
ocean animation, but did not include Fresnel effects nor was the
system fast enough for intensive applications such as game engines.

Mitchell animated a Fourier domain spectrum of deep-water ocean
waves, then transforming the spectrum into a realistic height map
of ocean water via IFFT on the GPU [Mitchell 2004]. A low fre-
quency height map was used to displace the geometry, while low
and high frequency normal maps were combined for use in shading.
The methods presented allow for compositing of other waveforms
such as wakes caused by objects interacting with the water, and for
damping of higher frequencies to model the effect of depth varia-
tion or the presence of plant matter. Our approach uses many of
these techniques, but modifies the algorithms such that they apply
to shallow fast moving bodies of water.

Most recently, Hu et al. represented wave geometry view-
dependently with a dynamic displacement map with surface detail
described by a dynamic bump map [Hu et al. 2006]. The main con-
tributions of this work were the efficient handling of distant geome-
try by only using a bump map for distant waves, and precomputing
a large amount of the information required for rendering. These
contributions allow frame rates in a game engine of over 100 on a
GeForce 3 graphics card. Our approach makes use of the ’bump



Figure 1: Simple Geometry.

map only’ approach for distant water surfaces, but the tiling meth-
ods are highly modified due to the shape dependent motion of fast
moving waterways.

2.3 Noise

Ken Perlin described a method for calculating deterministic
noise [Perlin 1985]. Later, this method was revisited and improved
in a second paper [Perlin 2002]. A GPU-accelerated version of this
algorithm is used to add some variety to various parts of our algo-
rithm.

3 Implementation

In order to have a dynamic water system and to avoid using overly
large quantities of graphics memory for texture storage, height
fields for the water surface are generated at run-time. In order to
do so, we compute a frequency-space representation of the water
surface and generate a height field from that via the Inverse Fast
Fourier Transform (IFFT), as described in Mitchell [2004]. The
generation algorithms used in our method are modified from those
presented by Mitchell to account for the unique appearance of fast
moving water.

To model view dependent fluctuations of the water surface we dis-
place the surface using a low frequency height map. Lighting cal-
culations are done though a combination of low and high frequency
normal maps, using the techniques described in Mitchell [2004].
To keep the algorithm efficient enough for intensive applications,
distant water surfaces are not displaced, and instead are only bump
mapped as in the approach from Hu et al. [2006].

3.1 Texture Mapping

To account for the highly noticeable directed flow of fast moving
water, the textures are squished down so that the water peaks are
longer going downstream than across. Additionally, the texture
is bent so that the directed flows appear to bend as the waterway
bends.

3.2 Interactivity

The most challenging aspect of modeling fast moving water is
interactions with the shorelines and other objects. In order to
model splashing effects, we use a simple particle system for water
droplets. Since the drops move too fast for it to be worth the extra
computations, reflection and refraction is skipped and a more sim-
ple approach is used for rendering. We instead render the particles
as partially transparent billboards, always facing the viewer.

Ripples and wakes are composited onto the water surface us-
ing additional height map textures, similar to those used in
Mitchell [2004], and additional textures are used to show interac-
tions around stationary objects in the water surface. However, since
the water is moving quickly, the composited textures need to be
distorted over time in the direction of water flow. For this effect
hardware accelerated Perlin noise is used to both distort and deteri-
orate the effects of the ripples.

3.3 Rendering

In order to render the water surface with correct lighting, we first
need to generate a valid normal map. The normal map is approx-
imated by calculating the differences between adjacent height val-
ues at each point in the height map, and taking the cross product of
those differences. This produces a normal map which is locally ap-
proximated with accuracy dependent on the resolution of the height
map.

4 Results

At this point in time, we currently have a system which displaces
mesh geometry and renders with Fresnel reflection and refraction.
Each frame the system takes as input a height map, generates an ap-
proximate normal map, and uses the two in the final rendering algo-
rithm. Reflection and refraction colors are currently retrieved from
an arbitrary cube map texture, though in a dynamic environment
reflection and refraction textures could be generated each frame.
Remaining is the implementation of one of a number of fast water
height map generation algorithms, with some small modifications



Figure 2: Without Displacement.

to approximate the differences between large bodies of water and
fast moving waterways. The best method to use for this is probably
the one used by Hu et al. [2006] since the water would be moving
fast enough that it is unlikely that cyclic repetitions would be no-
ticeable, especially due to the use of noise to augment the appear-
ance at the shorelines and other interactive locations. Although this
method takes up more texture memory due to the needed storage of
several textures, the increased rendering speed is very attractive and
will allow the system to be used across more systems. However, if
this were to be used on a device with tight memory constraints such
as a console game system, the method presented by Mitchell [2004]
would likely be more appropriate.

Figure 1 shows an image resulting from a combination of all of our
techniques. This scene was rendered at xx frames per second on a
GeForce 7800 graphics card.

Figure 2 shows an image rendered using our techniques but without
displacing the original geometry. This scene was rendered at xx
frames per second on a GeForce 7800 graphics card.

5 Future Directions

We have presented an approach to synthesizing and rendering fast
moving water entirely on the graphics processor. Our approach
uses modifications of known methods to generate both low fre-
quency height maps for surface displacement and broad spectrum
normal maps for lighting calculations. This allows for compositing
of additional height maps to model the effects of objects interact-
ing with the water surface. We have also described a rendering
method which approximates the appearance of fast moving water-
ways, which includes reflection and refraction. We concluded by
demonstrating the results and performance of our system on mod-
ern graphics hardware.

While a number of papers have discussed generating physically
accurate or good approximations to the appearance of ocean wa-
ter, fast moving waterways have not been discussed. An algorithm
which generates a better representation of fast moving water would
be an excellent extension to the techniques presented here.
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